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Abstract—As VLSI technology enters the nanoscale regime, design reliability is

becoming increasingly important. A major design reliability concern arises from

electromigration which refers to the transport of material caused by ion movement

in interconnects. Since the lifetime of an interconnect drastically depends on the

current flowing through it, the electromigration problem aggravates with

increasingly growing thinner wires. Further, the current-density-induced

interconnect thermal issue becomes much more severe with larger current. To

mitigate the electromigration and the current-density-induced thermal effects,

interconnect current density needs to be reduced. Assigning wires to thick metals

increases wire volume, and thus, reduces the current density. However,

overstretching thick-metal assignment may hurt routability. Thus, it is highly

desirable to minimize the thick-metal usage, or total wire cost, subject to the

reliability constraint. In this paper, the minimum cost reliability-driven routing,

which consists of Steiner tree construction and layer assignment, is considered.

The problem is proven to be NP-hard and a highly effective iterative rounding-

based integer linear programming algorithm is proposed. In addition, a unified

routing technique is proposed to directly handle multiple current levels, which is

critical in analog VLSI design. Further, the new algorithm is extended to handle

blockage. Our experiments on 450 nets demonstrate that the new algorithm

significantly outperforms the state-of-the-art work [1] with up to 14.7 percent wire

reduction. In addition, the new algorithm can save 11.4 percent wires over a

heuristic algorithm for handling multiple currents.

Index Terms—VLSI circuit computer-aided design, interconnect reliability,

electromigration, Steiner tree construction, integer linear programming.
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1 INTRODUCTION

DESIGN reliability becomes increasingly important in nanoscale
circuit design. A major reliability concern is due to the electro-
migration which refers to the transport of material caused by ion
movement in interconnects. The lifetime of an interconnect
drastically depends on the current flowing through according to
Black’s Law [2]. Consequently, the problem aggravates when the
wire becomes increasingly thinner. In addition, the current-
density-induced interconnect thermal issue becomes more severe
with larger current density. To mitigate the electromigration effect
and the induced thermal effect, it is in a great demand to reduce
the current density along wires. Assigning wires to thick metals
improves reliability due to their tolerance of large current density.
However, overstretching thick-metal assignment may make the
design unroutable [3]. Thus, it is highly desirable to minimize the
thick-metal usage, or total wire cost, subject to the constraint on

Mean Time To Failure (MTTF) which is a commonly used metric
of reliability.

There are some previous works addressing this reliability-driven
minimum cost Steiner routing and layer assignment problem [1],
[4], [5], [6], [7]. However, they are mainly focused on applying the
optimizations in the global routing stage. Since timing closure is
already very difficult to achieve in advanced technology, it is not
desirable to perform simultaneous timing and reliability-driven
global routing. This may necessarily put more burden on the
already oversqueezed global routing stage. Thus, our application
target is on the detailed routing stage in a design flow for
interconnect lifetime improvement. Note that previous works [1],
[4], [8] perform wire sizing to approximate the layer assignment. In
reality, only discrete routing layers are presented and continuous
wire sizing may not be practical. There are also works (e.g., [3]) on
layer assignment for timing optimization; however, they do not
consider the reliability issue.

In this paper, a new reliability-driven minimum cost Steiner
routing and layer assignment approach is proposed. In contrast to
all the previous work that designs heuristics, our new algorithm is
based on the integer linear programming (ILP) formulation. This
allows us to compute the optimal routing on small nets and greatly
improve the solution quality on large nets when compared to the
state-of-the-art schemes presented in [1]. A striking feature for the
new algorithm is its capability to handle multiple currents. This is
particularly important in analog VLSI design due to the existence
of a large multitude of current levels. In [1], a single current value
is used to approximate the effects of multiple current values. This
technique cannot be extended to handle multiple current values
due to its underlying limitation. In contrast, the proposed routing
technique directly handles the multiple current values by a novel
unified multiple current routing technique.

In this paper, the reliability-driven routing problem is for-
mulated as simultaneous Steiner tree construction and layer
assignment. The main contribution of this paper is summarized
as follows:

. The minimum cost reliability-driven Steiner routing and
layer assignment problem is proven to be NP-hard.

. A highly effective iterative rounding-based integer linear
programming algorithm is proposed, allowing us to
compute optimal solutions on small nets and well
approximate the optimal solutions on large nets.

. Multiple currents are handled by the proposed unified
multiple current routing technique, which is critical in
analog VLSI design.

. The new algorithm is extended to handle blockage, which
makes it ready for practical use.

. Our experiments on 450 test cases demonstrate that the new
algorithm significantly outperforms the state-of-the-art
work [1] with up to 14.7 percent wire reduction. In addition,
the new algorithm can save 11.4 percent wire as compared
to the heuristic algorithm for handling multiple currents.

The rest of the paper is organized as follows: Section 2
formulates the reliability-driven routing problem. Section 3
describes the iterative rounding-based integer linear programming
approach for the problem. Section 4 describes the algorithm for
handling multiple currents. Section 5 presents the experimental
results with analysis. A summary of work is given in Section 6.

2 PRELIMINARIES

2.1 Interconnect Reliability

In this paper, the interconnect reliability is measured by a

commonly used metric, namely, MTTF. According to Black’s Law

[2], interconnect MTTF is given as
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MTTF ¼ A

J2
e

E
KT ; ð1Þ

where A denotes the cross-section area of the interconnect, J
denotes the current density, E denotes the activation energy, K
denotes the Boltzmann constant, and T denotes the temperature.
The above Black’s Law clearly indicates the significance of
current density in the interconnect reliability. In the design, one
needs to suppress maximum current density to increase the
interconnect lifetime.

2.2 Problem Formulation

The technique presented in this paper is applied to net level. The
input to the reliability-driven routing problem is a driver r and a
set of n sinks, denoted by S ¼ fs1; s2; . . . ; sng, which belong to a
net. We are to construct a Steiner tree (with layer assignment) over
the driver and sinks such that the reliability constraint is satisfied.
Due to layer assignment, we are also given a set of m routing layers
as L ¼ fl1; l2; . . . ; lmg. Given an edge e on a layer l, the width,
length, height, cost, and delay of the edge are denoted by wðe; lÞ,
lðe; lÞ, hðe; lÞ, cðe; lÞ, and dðe; lÞ, respectively.

Before defining wire cost and wire delay, note that the driver
and sinks are associated with currents. Denote by Ia the value of
the current associated with node a. If the current is injected into the
node, Ia is positive. Otherwise, Ia is negative. Denote by Ie the
current flowing through an edge e. Note that there can be a set of
currents associated with each sink/driver that forms a time-
varying series (e.g., a sinusoidal waveform) in analog VLSI design.
The driver/sink currents can be computed by either circuit
simulation or manually attaching current values by designers [1].

Let us now link the MTTF metric to the layer assignment. We
follow the formulation in [1]. As shown in [1], for a wire to have
reasonable MTTF, the width of the wire layer wðe; lÞ needs to
satisfy [1]

wðe; lÞ � hðe; lÞ � Ie � s
Jpeak

; ð2Þ

where Ie is the current flowing through the wire e, s is a guard-
band factor to balance the MTTF and routing resource usage, Jpeak
is the maximum allowable peak current density determined by the
technology, and hðe; lÞ is the thickness of routing layer l. MTTF and
s are highly correlated. Varying s, different trade-offs between
routing resource usage and MTTF can be obtained. In practice, s is
set to be within ½1:1; 1:2� as shown in [1].

Given a wire e at a layer l, the cost for a wire is generic. In

this paper, to illustrate the effectiveness of the proposed

technique, the wire cost is defined by wire volume, i.e., cðe; lÞ ¼
lðe; lÞ � wðe; lÞ � hðe; lÞ. This is a commonly used metric in routing

and layer assignment. Equation (2) says that wðe; lÞ � hðe; lÞ � �Ie,
where � ¼ s

Jpeak
is a constant with a given MTTF target. For a

routing tree T , define the total wire cost as the sum of the costs

for all edges in T . Given an s which corresponds to a constraint

on MTTF, one aims to compute a Steiner routing and layer

assignment solution such that the total wire cost is minimized.
In this paper, since the reliability-driven routing technique needs

to change the routing topology and the layer assignment, timing
degradation may be introduced to the initial design. To evaluate the
timing, the widely used Elmore delay model is adopted. That is,
dðe; lÞ ¼ Re � ðCe=2þ ClÞ, where Re, Ce, and Cl are edge resistance,
edge capacitance, and load capacitance, respectively.

The problem is to meet an MTTF target (through fixing s) by
Steiner tree construction and layer assignment with minimum total
wire cost. It can be formulated as follows:

Reliability-driven minimum cost Steiner routing and layer

assignment. Given a driver and a set of sinks, each of which is
associated with a current vector, a set of routing layers L, and cost
of each wire on each layer, to compute a Steiner tree with layer

assignment such that reliability constraint is satisfied and the total
wire cost is minimized.

The problem is NP-hard. This can be shown by reducing
from minimum length Steiner tree problem which is known to
be NP-hard [9]. Given an instance of a minimum Steiner tree
problem, assign it as an instance for our problem where there is
only one layer (with one size) and it can hold all possible
currents. We are to compute a minimum volume Steiner tree,
which is the same as a minimum length Steiner tree since wire
width and wire height are constants in a single layer. Thus, this
problem is NP-hard given that the minimum length Steiner tree
problem is NP-hard. We have

Theorem 1. The reliability-driven minimum cost Steiner routing and
layer assignment problem is NP-hard.

3 THE ALGORITHM

3.1 Integer Linear Programming Formulation

In the proposed algorithm for interconnect reliability-driven
routing, both Steiner tree construction and layer assignment will
be performed. Each wire/edge at a layer is associated with an
MTTF constraint as computed by (2). The problem is first
formulated as an ILP problem, and then, solved by the iterative
rounding technique. Previous works [10], [11] also focus on the
ILP-based routing. However, none of them considers the relia-
bility-driven current issues as handled in this paper.

A Hannan grid is first constructed on the given set of the driver
and sinks. Each grid point is associated with a node. Some of them
are driver and sinks. Our Steiner tree will only use Hannan edges
thus resulting in the commonly used Hannan routing. For
simplicity, index each Hannan edge e by its two endpoints ða; bÞ
which are Hannan grid points. In the ILP formulation, each
Hannan edge is associated with a variable Ia;b corresponding to the
value of the current flowing through e.

By Kirchhoff’s Law, for each node g, the sum of input currents
is equal to the sum of output currents. That is, for a Steiner node s
which is neither a driver nor a sink

X
Is�in ¼

X
Is�out; 8 Steiner node s: ð3Þ

For a driver d, denoting by Id�drive the current flowing from the
driver, one has

X
Id�in þ Id�drive ¼

X
Id�out; 8 driver d: ð4Þ

For a sink s, denoting by Is�sink the current flowing out of the
sinks s, one has

X
Ig�in ¼

X
Ig�out þ Ig�sink; 8 sink g: ð5Þ

According to the MTTF constraint computed by (2), each wire e
needs to satisfy wðe; lÞ � hðe; lÞ � � � IðeÞ. Denote by ve the unit
volume of a wire e at layer l which is computed as wðe; lÞ � hðe; lÞ.
Since the wire volume needs to be larger than the current subject to
the factor of �, we have

ve � �IðeÞ; ð6Þ

where � denotes Ie �s
Jpeak

.
Note that ve ¼ 0 means that wire e is not used in the routing.

In practice, there are only limited number of layers (e.g., eight in
some advanced technology) and each wire layer has its own
characteristics. Let m denote the number of layers. ve cannot take
arbitrary continuous values, and it needs to be chosen from the
set ve 2 fV1; V2; . . . ; Vmg, where Vi denotes the unit volume that
corresponds to assigning wire e to layer i.

It is helpful to look at a simple example as shown in Fig. 1. If the
node a is a Steiner node, then Iba þ Iea ¼ Iad þ Iac. If the node a is a
sink, then Iba þ Iea ¼ Iad þ Iac þ Ia�sink. If the node a is a drive,
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then Iba þ Iea þ Id�drive ¼ Iad þ Iac. The MTTF constraints can be
formulated as vba � �Iba; vea � �Iea; vad � �Iad, and vac � �Iac.

The objective of the routing is to minimize the total cost of
wires. The cost function is generic. To illustrate the effectiveness of
the proposed technique, wire volume is used as the cost which is a
commonly used metric. Precisely, wire cost is computed as ve � le,
where le denotes the wire length (which is a constant if the edge
is given) and ve is the unit volume. The reliability-constrained
minimum cost Steiner routing and layer assignment problem can
be formulated to an integer linear program as follows:

min
X

e

ve � le

s:t:

ve � �Ie; 8eP
Is�in ¼

P
Is�out; 8 Steiner node s

P
Id�in þ Id�drive ¼

P
Id�out; 8 driver d

P
Ig�in ¼

P
Ig�out þ Ig�sink; 8 sink g

ve 2 fV1; V2; . . . ; Vmg; 8e:

ð7Þ

After solving the ILP using standard LP solver, routing tree and
layer assignment can be constructed by ve. However, it is well
known that the large-scale ILP cannot be efficiently solved due to the
integer constraints. Thus, the classic iterative rounding technique is
used in Section 3.3 to efficiently compute the integer solution.

Note that there can be multiple solutions for a net and the
solution can be a nontree. Consider the example shown in Fig. 3.
There are at least two solutions for this net (Figs. 3a and 3b). In the

net, there are one driver, one sink, and two Hanan nodes. For
simplicity, we assume that the width of layer 1 is one, the width of
layer 2 is two, and the lengths of all Hanan edges are equal to one.
Our LP program may produce either solution which has the same
objective value four. Therefore, for a net, there might be more than
one solution, and those solutions may be tree-based (Fig. 3b) or
non-tree-based (Fig. 3a) because of the reconvergent path.

3.2 Handling Blockage

In VLSI design, there are often routing blockages (such as big
macros) which need to be considered in constructing the route.
Suppose that two blockages are introduced in Fig. 2, which results
in Fig. 4.

The blockage needs to be avoided in routing. To handle this, a
weighting factor �e for each edge is introduced. Given an edge e, if
it is blocked, set �e to infinity. Otherwise, set �e to 1. In practice, a
large number is used to serve as infinity. The objective function is
changed to min

P
e �e � ve � le, where �e is the weighting factor on

the edge e, while the remaining ILP is the same as (7). The new ILP
is as follows:

min
X

e

�e � ve � le

s:t:

ve � �Ie;8eP
Is�in ¼

P
Is�out; 8 Steiner node s

P
Id�in þ Id�drive ¼

P
Id�out; 8 driver d

P
Ig�in ¼

P
Ig�out þ Ig�sink; 8 sink g

ve 2 fV1; V2; . . . ; Vmg; 8e:

ð8Þ

Fig. 5 shows an example to illustrate a rerouted Steiner tree with
blockage avoidance. Blocked edges are with large weighting
factors. The part of the objective corresponding to edges ðA;BÞ
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Fig. 1. Illustration of node current computation in LP formulation.

Fig. 3. Two solutions with the same objective solution.

Fig. 4. An example with blockage.Fig. 2. A routing solution.



and ðE;F Þ can be written as �AB � vAB � lAB and �EF � vEF � lEF ,
where �AB ¼ 100 k and �EF ¼ 100 k. In contrast, the weighting
factor of �e of unblocked edges is set to 1. For example, the part of
the objective corresponding to edges ðB;CÞ and ðC;DÞ can be
written as �BC � vBC � lBC and �CD � vCD � lCD, where �BC ¼ 1 and
�CD ¼ 1. The large �e prevents the LP solver from choosing those
edges in routing tree.

3.3 Iterative Rounding to Solve ILP

Since there are many integer constraints in the linear programming
formulation, the problem of the reliability-driven minimum cost
Steiner routing and layer assignment cannot be efficiently solved
on large nets. To handle this, a commonly used iterative rounding
technique is adopted. This technique has been used in a number of
works in VLSI CAD such as [12].

As integer constraints ve 2 fV1; V2; . . . ; Vmg in (7) are the most
difficult constraints, they are relaxed as 0 � ve � vmax, where vmax
denotes the largest value in fV1; V2; . . . ; Vmg. Consequently, the
problem is translated into a relaxed linear programming problem
which is well known to be much more efficient to solve. The
iterative rounding is accomplished by iteratively adding new
constraints to the problem and solving the problem until all the
variables have integer values.

First, the original relaxed linear program is solved, where the
solution may contain fractional numbers. Define the feasible unit
volumes as the unit volumes in fV1; V2; . . . ; Vmg. All variables in
the solution that are equal to the corresponding feasible unit
volume vt, where vt 2 fV1; V2; . . . ; Vmg, will be first fixed to vt. This

is accomplished by adding new constraints such as ve ¼ vt, to (7) if
ve is equal to vt in the solution. If there is no variable equal to any
feasible unit volume, those close to vt in the current solution will
be chosen and fixed. Precisely, a round up and fix strategy will be
used. That is, the variable with the rounding error (when being
rounded up) smaller than �, which is a user input, will be rounded
up. If there is no variable having rounding error smaller than �, the
variable with the smallest rounding error (when being rounded
up) will be chosen, rounded up, and fixed during the following
iterations. In this way, the rounding procedure will converge and
no oscillation may occur. The new linear program will be solved
by LP again to obtain a new solution. This process is iterated until
all variables have feasible unit volumes. These strategies guarantee
that in each iteration, there will be at least one new rounded
variable which is fixed during following iterations and ensure that
an integer solution will be obtained.

4 THE ALGORITHM FOR MULTIPLE CURRENT LEVELS

The continuous-valued current in analog VLSI design is often
quantized to discrete current values. Since the current flowing
through wires of an analog VLSI design varies at different instants,
the discrete current values associated with sinks and the driver
change with time. Let Iti denote the discrete current value at
instant ti for 1 � i � k. The driver and sinks are associated with
nþ 1 discrete current values as Iti ¼ fI1ti ; I2ti ; . . . ; Inti ; Iðnþ1Þtig,
where the driver is indexed as 1 and the sinks are indexed from
two to nþ 1. Since the topologies derived at each single current
level are not guaranteed to be the same, directly applying the
single current value technique described in Section 3 may not
generate a feasible solution in the multicurrent case. For example,
the topology produced using ILP at the current level It1 may be
different from the topology produced using ILP at the current
level It2 . This can be clearly seen from Fig. 6 by comparing blue
route (for It1 ) and red route (for It2 ).

An intuitive approach to the multicurrent problem is to derive
the routing topology at a certain current level, and then, adjust the
layer assignment to satisfy the constraints corresponding to other
current levels. However, this heuristic approach does not globally
optimize the volume. Refer to Fig. 7. Two sets of current levels are
given and they are shown as ðIt1 ; It2 Þ, where It1 corresponds to the
first set of currents and It2 corresponds to the second set of currents.
The computed topology of the first set of currents is shown in blue
edges. In order to satisfy the constraint on the second set of
currents, the heuristic algorithm needs to increase the layers on
some blue edges as shown in Fig. 7, e.g., from layer 1 to layer 2, and
from layer 2 to layer 3. Blue edges will then satisfy the constraints of
both sets of currents and the total cost is 33. However, if we handle
both sets of current levels simultaneously, the total cost is only 29,
as shown in red edges. One can see that the topology and the
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Fig. 6. Routes with different topologies by different sets of current levels.

Fig. 7. Illustration of different topologies in a multicurrent problem.
Fig. 5. A routing solution with blockage. The weighting factor of edges with
blockage is set to 100k.



layer assignment are significantly different between blue edges and

red edges. This clearly demonstrates that the heuristic algorithm

cannot compute the optimal routing solution.
In this paper, a global optimization method is proposed for the

multiple current problem. In the new approach, all constraints at k

current levels are incorporated in a unified fashion for any node

including the driver, Steiner nodes, and sinks. This is why our

approach is called unified multiple current routing.
The example as shown in Fig. 8 illustrates the proposed

algorithm. Assume that each sink and driver have two current

values. For the sink g with current values of -1 and -4, its

constraints are given by

X
Iin t1 ¼

X
Iout t1 þ 1;

X
Iin t2 ¼

X
Iout t2 þ 4:

ð9Þ

The constraints of the Steiner node s are given by

X
Iin t1 ¼

X
Iout t1 ;

X
Iin t2 ¼

X
Iout t2 :

ð10Þ

Similarly, the constraints on the driver d with current values 17

and 18 are given by

X
Iin t1 þ 17 ¼

X
Iout t1 ;

X
Iin t2 þ 18 ¼

X
Iout t2 :

ð11Þ

The constraints on edges are the same as those in the single

current value case, that is, ve � �Iti .
The objective function of the multicurrent optimization pro-

blem is the same as the single current case. The problem

formulation based on integer linear program is as follows:

min
X

e

ve � le

s:t:

ve � �Ie; 8eP
I flows in s Iti ¼

P
I flows out of s Iti ; 8ti; Steiner node s

P
I flows in d Iti þ Idriverti ¼

P
I flows out of g Iti ; 8ti; driver d

P
I flows in g Iti ¼

P
I flows outof g Iti þ Isink ti ; 8ti; sink g

ve 2 fV1; V2; . . . ; Vmg;8e:
ð12Þ

As indicated by our experimental results, the new approach
achieves area savings of up to 11.4 percent compared to the
heuristic approach described in the beginning of this section. In
addition, our technique is extended to deal with blockage, as is
described in Section 3.2.

5 EXPERIMENTAL RESULTS

The proposed algorithm for the reliability-constrained Steiner
routing problem is implemented in C, and tested on a Pentium IV
machine with 2.4 GHz CPU and 8 GB memory. Experiments are
performed on a set of 450 nets at various scales. Due to the lack of
access to industrial analog nets, we randomly generated these 450
nets. The generated nets have varying numbers of sinks, current
values, and coordinates. The number of sinks is in the range from 1
to 30. The number of Hanan edges varies from 4 to 3,000, and the
current values vary from 1 to 40 mA. Since blockage is crucial in
practical applications, we also investigate the algorithm perfor-
mance with blockage. For those nets with blockage, we randomly
generate 1-20 blockages on each net. In this paper, to illustrate the
effectiveness of the proposed technique, the wire cost is defined by
wire volume. However, our approach can also be extended to
handle other cost metrics. The proposed algorithm in Section 3 is
denoted by NEW and the proposed algorithm for handling multiple
current levels in Section 4 is denoted by NEW w/multicurrent. Note
that the shown Cost and Delay values are averaged over 450 nets.

5.1 Optimality Study

An optimality study is performed to validate the proposed
algorithm. NEW takes randomly generated small nets as the input
without considering blockage. Various experiments have been
performed and 50 nets with 3-5 pins are chosen. Refer to Table 1
for the results. The following observations are made:

. Due to the small size of the net, we can afford to solve ILP
exactly and the optimal average cost is 41.

. NEW also works well on small nets. One can see the
average cost by NEW is 42, which implies that NEW can
almost optimally solve the problem on our small nets. No
significant discrepancy in the runtime has been found. This
is primarily due to the fact that both algorithms can run
very fast on small nets. However, for large nets, ILP
becomes computationally prohibitive while NEW can still
solve them efficiently, which will be demonstrated in the
next two sections.

5.2 Performance on Single Current Case

We would compare our NEW algorithm to ILP, as described in the
above section, on large nets. However, ILP becomes computation-
ally prohibitive for handling most of the nets. Thus, we choose to
compare NEW with the state-of-the-art algorithm in [1]. The
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Fig. 8. An example with multicurrent.

TABLE 1
Optimality Study on 50 Small Test Cases

AVG. of 50 nets refers to averaged results on 50 nets. Results on five
representative nets are also shown. CPU refers to the runtime in seconds.



experimental results without blockage are shown in Table 2 and
the results with blockage are shown in Table 3. Ratio is computed
as 1 minus the ratio of the cost or delay of NEW to that of [1]. The
following observations are made:

. Without considering blockage, NEW exhibits better perfor-
mance in terms of cost as compared to [1] (refer to Table 2),
especially for the large nets. For example, for the net with
21-30 sinks, NEW achieves 1� 12;822=14;680 ¼ 12:7%
reduction in cost compared to [1].

. With blockage, NEW also outperforms [1] (refer to Table 3)
in cost. For example, for large nets, NEW achieves up to
1� 12;900=15;128 ¼ 14:7% reduction in cost.

. NEW exhibits better performance in the delay for most
nets compared to [1]. For large nets, NEW achieves up to
44.9 percent saving in delay. Although the results of NEW
for the small nets are not as good as those of [1], there are
only slight differences. For instance, the difference is only
1.4 percent for the nets with blockage. NEW significantly
outperforms [1] in delay when the size of the net increases.

. Although the optimal ILP solutions cannot be computed,
the lower bound of the optimal solutions can be obtained
by solving the relaxed LP. NEW can compute solutions
much closer to the optima in both the cases with and
without blockage compared to [1].

. There exists a trade-off between the solution quality and
runtime. It is true that [1] saves some runtime over NEW.
However, its solution quality is much worse. As discussed
above, the reduction in the cost by NEW is up to 14.7 percent
and the reduction in delay by NEW is up to 44.9 percent. The
significant improvement in solution quality by NEW clearly
outweighs the runtime slowdown.

5.3 Performance on Multiple Current Case

The proposed algorithm NEW w/multicurrent is then validated

for the multicurrent case, which is important in analog VLSI

design. To the best of our knowledge, this is the first work which

directly handles the multiple current levels. NEW w/multicurrent

is compared to the heuristic algorithm as described in the

beginning of Section 4. The results are summarized in Tables 4

and 5. We make the following observations:

. As shown in Table 4, without blockage, NEW signifi-
cantly outperforms the heuristic algorithm. For example,
for the net with 11-20 sinks, NEW achieves the cost
reduction by 1� 6;507=7;320 ¼ 11:1% compared to the
heuristic algorithm.

. With blockage, NEW is also much better than the heuristic
algorithm, especially in large nets. For example, for the
nets with 11-20 sinks, NEW achieves the cost reduction of
11.4 percent.

6 CONCLUSION

With fast technology scaling, a major design reliability concern

arises from electromigration. In this paper, the minimum cost

reliability-driven routing, which consists of Steiner tree construc-

tion and layer assignment, is considered. The problem is proven to

be NP-hard and a highly effective iterative rounding-based integer

linear programming algorithm is proposed. In particular, the first

algorithm to directly handle multiple currents is designed, which is

critical in analog VLSI design due to the existence of various current

levels. Further, the new algorithm is extended to handle blockage,

which makes it ready for practical use. Our experiments on 450 nets

demonstrate that the new algorithm significantly outperforms the

state-of-the-art work [1] with up to 14.7 percent wire reduction. In

addition, the new algorithm can save 11.4 percent wires over a

heuristic algorithm for handling multiple currents.
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