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Abstract—Wireless reprogramming in a wireless sensor net-
work (WSN) is the process of propagating a new code image or
relevant commands to sensor nodes. As a WSN is usually deployed
in hostile environments, secure reprogramming is and will con-
tinue to be a major concern. While all existing insecure/secure
reprogramming protocols are based on the centralized approach,
it is important to support distributed reprogramming in which
multiple authorized network users can simultaneously and di-
rectly reprogram sensor nodes without involving the base station.
Very recently, a novel secure and distributed reprogramming
protocol named SDRP has been proposed, which is the first work
of its kind. However, in this paper, we identify an inherent design
weakness in the user preprocessing phase of SDRP and demon-
strate that it is vulnerable to an impersonation attack by which an
adversary can easily impersonate any authorized user to carry out
reprogramming. Subsequently, we propose a simple modification
to fix the identified security problem without losing any features
of SDRP. Our experimental results demonstrate that it is possible
to eliminate the design weakness by adding 1-B redundant data
and that the execution time of the suggested solution in a 1.6-GHz
laptop PC is no more than 1 ms. Therefore, our solution is feasible
and secure for real-world applications. Moreover, we show that,
in order to further improve the security and efficiency of SDRP,
any better established identity-based signature algorithm can be
directly employed in SDRP. Based on implementation results, we
demonstrate efficiency improvement over the original SDRP.

Index Terms—Reprogramming, security, sensor networks, user
privilege.

I. INTRODUCTION

W IRELESS reprogramming is the process of propagating
a new code image or relevant commands to sensor
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nodes through wireless links after a wireless sensor network
(WSN) is deployed. Due to the need of removing bugs and
adding new functionalities, reprogramming is an important
operation function of WSNs [1]–[9]. As a WSN is usually
deployed in hostile environments such as the battlefield, an
adversary may exploit the reprogramming mechanism to launch
various attacks. Thus, secure programming is and will continue
to be a major concern.

There has been a lot of research focusing on secure repro-
gramming, and many interesting protocols have been proposed
in recent years [10]–[18]. However, all of them are based on
the centralized approach which assumes the existence of a
base station, and only the base station has the authority to
reprogram sensor nodes, as shown in the upper subfigure in
Fig. 1. Unfortunately, the centralized approach is not reliable
because, when the base station fails or when some sensor
nodes lose connections to the base station, it is impossible to
carry out reprogramming. Moreover, there are WSNs having
no base station at all, and hence, the centralized approach is not
applicable. Also, the centralized approach is inefficient, weakly
scalable, and vulnerable to some potential attacks along the
long communication path.

Alternatively, as shown in the lower subfigure in Fig. 1,
a distributed approach can be employed for reprogramming
in WSNs. It allows multiple authorized network users to si-
multaneously and directly update code images on different
nodes without involving the base station. Another advantage
of distributed reprogramming is that different authorized users
may be assigned different privileges of reprogramming sen-
sor nodes. This is particularly important in large-scale WSNs
owned by an owner and used by different users from both public
and private sectors [19], [20].

Quite recently, He et al. have proposed a secure and dis-
tributed reprogramming protocol named SDRP [21], which is
the first work of its kind. Since a novel identity-based signature
scheme is employed in generating public/private key pair of
each authorized user, SDRP is efficient for resource-limited
sensor nodes and mobile devices in terms of communication
and storage requirements. Furthermore, SDRP can achieve
all requirements of distributed reprogramming listed in [21],
while keeping the merits of the well-known mechanisms such
as Deluge [22] and Seluge [17]. Also, SDRP has been im-
plemented in a network of resource-limited sensor nodes to
show its high efficiency in practice. However, in this paper,
we demonstrate that a design weakness exists in the user
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Fig. 1. System overview of centralized and distributed reprogramming approaches.

preprocessing phase of SDRP, and an adversary can easily
impersonate any authorized user to carry out reprogramming.
To eliminate the identified security vulnerability, we propose
a simple modification on SDRP without losing any features
(such as distributed reprogramming, supporting different user
privileges, dynamic participation, scalability, high efficiency,
and robust security) of the original protocol.

Moreover, we show that, for security and efficiency consid-
eration, any efficient identity-based signature algorithm which
has survived many years of public scrutiny can be directly
employed in SDRP. This paper also reports the experimental
results of the improved SDRP in laptop PCs and resource-
limited sensor nodes, which show its efficiency in practice.

The remainder of this paper is organized as follows. We
briefly review SDRP in Section II and then identify its security
weakness in Section III. Section IV presents a modification
which remedies the identified weakness. Section V provides
an approach to further improve the security and efficiency of
SDRP. Section VI concludes this paper and points out future
research directions.

II. BRIEF OVERVIEW OF SDRP

The SDRP consists of three phases: system initialization,
user preprocessing, and sensor node verification. In the system
initialization phase, the network owner creates its public and
private keys and then assigns the reprogramming privilege and
the corresponding private key to the authorized user(s). Only
the public parameters are loaded on each sensor node before
deployment. In the user preprocessing phase, if a network user
enters the WSN and has a new code image, it will need to
construct the reprogramming packets and then send them to the
sensor nodes. In the sensor node verification phase, if the packet
verification passes, then the nodes accept the code image.

A. System Initialization Phase

The network owner executes the following steps.

1) Let G be a cyclic additive group and GT be a
cyclic multiplicative group of the same primer order q.

Let P be a generator of G. Let ê : G×G → GT be a
bilinear map.

2) Pick random s ∈ Z
∗
q as the master key, and compute

public key PKowner = s · P .
3) Choose two secure cryptographic hash functions

H1 and H2, where H1 : {0, 1}∗ → G and
H2 : {0, 1}∗ → Z

∗
q . Then, the public parameters

{G,GT , ê, q, P, PKowner, H1, H2} are loaded in each
sensor node before deployment.

4) For a user Uj with identity UIDj ∈ {0, 1}∗, the
network owner sets Uj’s public key as PKj =
H1(UIDj‖Prij) ∈ G, computes the private key SKj =
s · PKj , and then sends {PKj , SKj , P rij} back to Uj

using a secure channel, such as the wired transport layer
security protocol. Here, Prij denotes the level of user
privilege (e.g., the sensor node set within a specific region
that user Uj is allowed to reprogram) and subscription
period.

B. User Preprocessing Phase

User Uj takes the following actions.

1) Uj partitions the code image to Y fixed-size pages, de-
noted as page 1 through page Y . Uj splits page i (1 ≤ i ≤
Y ) into N fixed-size packets, denoted as Pkti,1 through
Pkti,N . The hash value of each packet in page Y is
appended to the corresponding packet in page Y − 1. For
example, the hash value of packet PktY,1 h(PktY,1) is
included in packet PktY −1,1. Here, PktY,1 presents the
first packet of page Y . Similarly, the hash value of each
packet in page Y − 1 is included in the corresponding
packet in page Y − 2. This process continues until Uj

finishes hashing all the packets in page 2 and including
their hash values in the corresponding packets in page 1.
Then, a Merkle hash tree [23] is used to facilitate the
authentication of the hash values of the packets in page 1.
We refer to the packets related to this Merkle hash tree
collectively as page 0. The root of the Merkle hash tree,
the metadata about the code image (e.g., version number,
targeted node identity set, and code image size), and a
signature over all of them are included in a signature
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message. The detailed information can be referred to
in [17]. Assume that the message m represents the root
of the Merkle hash tree and the metadata about the code
image. Then, in order to ensure the authenticity and
integrity of the new code image, Uj takes the following
actions to construct the signature message.

2) With the private key SKj , Uj can compute the signature
σj of the message m, where σj = H2(m) · SKj .

3) Uj transmits to the targeted nodes the signature message
{UIDj , P rij ,m, σj}, which serves as the notification
of the new code image. SDRP relies on the underlying
Deluge protocol to distribute packets for a given code
image.

C. Sensor Node Verification Phase

Upon receiving a signature message {UIDj , P rij ,m, σj},
each sensor node verifies it as follows.

1) The sensor node first pays attention to the legality of the
programming privilege Prij and the message m. Only
if they are valid, the verification procedure goes to the
next step.

2) Given the public parameters, the sensor node performs
the following verification:

ê(σj , P ) = ê (H2(m) ·H1(UIDj |Prij), PKowner) . (1)

If the equation holds, the signature σj is valid.
3) If the aforementioned verification passes, the sensor node

believes that the message m and the privilege Prij are
from an authorized user with identity UIDj . Hence, the
sensor node accepts the root of the Merkle hash tree
constructed for page 0. Thus, the nodes can authenticate
the hash packets in page 0 once they receive such packets,
based on the security of the Merkle hash tree. The hash
packets include the hash values of the data packets in
page 1. Therefore, after verifying the hash packets, a node
can easily verify the data packets in page 1 based on
the one-way property of hash functions. Likewise, once
the data packets in page i have been verified, a sensor
node can easily authenticate the data packets in page
i+ 1, where i = 1, 2, . . . , Y − 1. Only if all verification
procedures described previously pass, the sensor node
accepts the code image.

III. SECURITY WEAKNESS OF SDRP

Recall that, in the user preprocessing phase of SDRP, the
signature σi is computed as H2(m) · SKj . This is, however,
a design weakness because it enables an adversary A to obtain
the private key SKj of user Uj as shown in the following.

1) While Uj transmits to the targeted nodes the signa-
ture message {UIDj , P rij ,m, σj}, the adversary A
can obtain {m,σj} by eavesdropping. With the pub-
lic parameter H2, the adversary A can compute υ =
(H2(m))−1 (mod q), where H2(m) ∈ Z

∗
q .

Note that the aforementioned equation involves modu-
lar exponentiation with a negative exponent, which can be
performed by finding the modular multiplicative inverse

u of H2(m) modulo q using the extended Euclidean al-
gorithm. That is, υ = (H2(m))−1 (mod q) = u (mod q),
where u ·H2(m) ≡ 1(mod q). It should be noted that
any integer in Z

∗
q has a multiplicative inverse if and

only if that integer is relatively prime to q. That is, the
multiplicative inverse u of H2(m) modulo q exists if and
only if H2(m) and q are coprime (i.e., gcd(H2(m), q) =
1). In SDRP, since q is prime, all of the nonzero integers
in Z

∗
q are relatively prime to q, and therefore, there exists

a multiplicative inverse for all of the nonzero integers
in Z

∗
q .

2) The adversary A computes the private key SKj = υ · σi.
Consequently, the adversary A can impersonate user

Uj to inject bogus code images to take over the control
of the whole WSN. Of course, the damage which the ad-
versary A can make is consistent with the reprogramming
privilege of user Uj .

IV. SECURITY IMPROVEMENT OF SDRP

Obviously, if H2(m) and q are not coprime, an adversary
cannot compute the private key SKj . Therefore, the design
weakness of the user preprocessing phase does not exist, and
the resulting attack is invalid. To achieve this goal, the following
step is suggested to be added into SDRP.

In the system initiation phase, the order q of cyclic additive
group G and cyclic multiplicative group GT should be set to a
large composite number. Note that Boneh et al. have introduced
composite-order bilinear groups [24], which have been used to
successfully solve many challenging problems in cryptography.
In the user preprocessing phase, when user Uj computes m, it
can check whether H2(m) and q are coprime. If yes, before
a signature on m is computed, redundant bits are appended
into m such that H2(m) and q are not coprime; otherwise, as
described in Section II-B, user Uj directly computes a signature
on m. On the other hand, the sensor node verification phase
remains the same. That is, compared to the original SDRP,
the suggested modification does not incur any overhead on the
sensor node side.

In the design of SDRP, the length of m is 29 B. Also assume
that the hash function H2 is implemented using SHA-1 with a
20-B output. Taking q as a 160-b random composite number,
we carry out experiments of coprime checking on laptop PCs
with different computational powers. In each experiment, q is
randomly generated for 1000 times. For each q, m is randomly
generated for 1000 times. Thus, each experiment has one mil-
lion measurements. The experimental results show that, without
the addition of any redundant bit, the probability that H2(m)
and q are not coprime is 58.0212%. Also, our implementation
results about the average search time of appropriate redundant
data and the failure rate with the addition of one or two
redundant bytes are summarized in Table I. Here, we consider a
1.6-GHz processor and the addition of one redundant byte as an
example. The failure rate for searching appropriate redundant
data is 0.4597% for this experiment (i.e., the probability that
H2(m) and q are not coprime is 1− 0.4597% = 99.5403%),
and the search of appropriate redundant data is very fast (i.e.,
the average execution time is 68.12 μs). Clearly, failure rates
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TABLE I
FAILURE RATES AND SEARCH TIME FOR THE ADDITION OF ONE OR TWO REDUNDANT BYTES WHEN q IS A COMPOSITE NUMBER

TABLE II
SEARCH TIME FOR THE ADDITION OF ONE OR TWO REDUNDANT BYTES WHEN q IS AN EVEN NUMBER

only depend on the bit length of the added redundant data but
not on processor speed.

Furthermore, taking q as a 160-b random even number, we
repeat the aforementioned experiments of coprime checking.
The experimental results show that, without the addition of any
redundant bit, the probability that H2(m) and q are not coprime
is 59.4491%. Also, with the addition of one or two redundant
bytes, the failure rates for searching appropriate redundant data
are all zero for each experiment (i.e., the probability that H2(m)
and q are not coprime is 100%). On the other hand, our imple-
mentation results about the average search time of appropriate
redundant data of 1 or 2 B are summarized in Table II. It can
be seen that the search of appropriate redundant data is very
fast. For example, with the addition of one redundant byte,
the average execution times are 40.38 and 36.50 μs on 1.6-
and 1.8-GHz laptop PCs, respectively. Here, it is suggested
to only use one redundant byte when q is a 160-b random
even number. With this setting, not only zero failure rate is
achieved but also many advantages in the user preprocessing
procedure are obtained in terms of computation, memory usage,
and transmission and reception powers.

As shown in Tables I and II, our experimental results demon-
strate that the search time for 2-B redundant data is no more
than 1 ms in a 1.6-GHz laptop PC. Considering that the clock
frequencies of typical mobile devices (e.g., iPhones or laptop
PCs) are more than 1 GHz, the suggested modification is ef-
ficient for most of mobile devices. According to the aforemen-
tioned analysis, the suggested solution is feasible and secure for
real-world applications.

V. FURTHER IMPROVEMENT OF SDRP

Designing a secure reprogramming protocol is a difficult
task, because there are so many details involved (e.g., the com-
plicated interactions with the environment) that the designer can
only try his/her best to make sure his/her protocol is infallible.
This holds regardless of whether security proofs are supported
by heuristic arguments or formal ways. In reality, the degree of
confidence accompanying a security mechanism increases with
time only if the underlying algorithms can survive many years
of public scrutiny [18].

SDRP is based on a novel and newly designed identity-
based signature algorithm. The simple modification presented
in Section III can fix the identified security problem of this
signature algorithm, but it is still uncertain whether there is

any other security weakness in this modified identity-based
signature algorithm. To address this issue, it is suggested that,
instead of this novel identity-based signature algorithm, some
efficient identity-based signature algorithms which have sur-
vived many years of public scrutiny can be directly employed
in SDRP. For example, we can choose the provably secure
identity-based signature proposed by Barreto et al. [25]. Aside
from providing better security, the method by Barreto et al.
also improves the efficiency of SDRP due to the following two
reasons. First, its signature verification operation only needs
one pairing computation and, hence, is among the most efficient
ones. Second, the length of its signature is reduced due to
bilinear pairing.

A. Improved SDRP

1) System Initialization Phase: The network owner exe-
cutes the following steps.

1) Key setup: Generate the public parameters
params = {G1, G2,G3, g1, g2, g, ê, ψ,Qpub, H3, H4},
and load them in each sensor node before deployment,
where (G1,G2,G3) represents bilinear groups
of large prime order p with generators g2 ∈ G2,
g1 = ψ(g2) ∈ G1, and g = ê(g1, g2). The network owner
picks a random number s ∈ Zp as the master key and
computes public key Qpub = s · g2 ∈ G2. H3 and H4 are
cryptographic hash functions, where H3 : {0, 1}∗ → Zp

and H4 : {0, 1}∗ ×G3 → Z
∗
p.

2) User public/private key generation: For a user Uj

with identity UIDj ∈ {0, 1}∗, the network owner
sets Uj’s public key as Pj = H3(UIDj‖Prij) ∈
Z
∗
p, computes the private key Sj = (1/(Pj + s)) ·

g1 = (1/(H3(UIDj‖Prij) + s)) · g1, and then sends
{Pj , Sj , P rij} back to Uj through a secure channel.
Here, Prij denotes the level of user privilege (e.g., the
sensor node set within a specific region that user Uj is
allowed to reprogram) and subscription period.

2) User Preprocessing Phase: User Uj takes the following
actions.

1) This step is the same as step 1) of the user preprocessing
phase of the original SDRP.

2) With the private key Sj , Uj can compute the signature
σj of the message m as described in the following.
Pick a random number x ∈ Z

∗
p, and compute r = gx.
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TABLE III
RUNNING TIME FOR EACH PHASE OF THE IMPROVED SDRP (EXCEPT THE SENSOR NODE VERIFICATION PHASE)

Set h = H4(m, r) ∈ Z
∗
p, and compute W = (x+ h) ·

Sj . The signature σj is the pair (h,W ) ∈ Z
∗
p ×G1.

3) This step is the same as step 3) of the user preprocessing
phase of the original SDRP.

3) Sensor Node Verification Phase: Upon receiving a signa-
ture message {UIDj , P rij ,m, σj}, each sensor node verifies
it as follows.

1) This step is the same as step 1) of the sensor node
verification phase of the original SDRP.

2) Given the public parameters, the sensor node computes

h∗ = H4

(
m, e (W,H3(UIDj‖Prij) · g2 +Qpub) g

−h
)

and then sees whether h∗ is equal to h or not, where h is
from σj . If the result is positive, the signature σj is valid;
otherwise, the node simply drops the signature.

3) This step is the same as step 3) of the sensor node
verification phase of the original SDRP.

B. Implementation and Performance Evaluation

First, we evaluate the performance of the improved SDRP
with respect to the protocols operated by the network owner and
user. In our experiment, the network owner and sensor network
user side programs have been implemented in C++ (using the
integer arithmetic in the publicly available cryptographic li-
brary A Multiprecision Integer and Rational Arithmetic C/C++
Library (MIRACL) [26]) and executed in laptop PCs (with
2-GB RAM) under Ubuntu 11.04 environment with different
computational powers. The ηT [27] pairing algorithm over
the field F397 is used (using Barreto’s open-source code [28]).
Thus, the pairing is symmetric, the length of each element of
G1 is 20 B, and the length of each element of Z∗

p is also 20 B.
As the original SDRP, in our implementation, the byte lengths
of UIDj , Prij , and m are set to 2, 16, and 29. Table III gives
the execution time of some major operations in the improved
SDRP. We have executed each operation for 20 000 times and
taken an average over them. For example, the execution times
of the network owner for the key setup phase and generating
public/private key operation (for each network user) are 3.505
and 0.7205 ms on a 2.6-GHz laptop PC, respectively. Also, the
signature generation time for a network user is 6.6175 ms on a
1.6-GHz laptop PC.

Next, we consider the signature message overhead of the
improved SDRP without considering packet headers. The over-
head is |UIDj |+ |Prij |+ |m|+ |σj | = 2 + 16 + 29 + 20 +
20 = 87 B. Obviously, the transmission overhead of the im-
proved SDRP is very low, which is very suitable for low-
bandwidth WSNs.

TABLE IV
CODE SIZES OF VERIFICATION IMPLEMENTATION OF SIGNATURE

MESSAGES IN THE ORIGINAL SDRP AND THE IMPROVED SDRP

TABLE V
EXECUTION TIME FOR SIGNATURE VERIFICATION OF THE ORIGINAL

SDRP AND THE IMPROVED SDRP

In typical WSNs, sensor nodes are usually resource con-
strained and battery limited, and they may not be able to execute
expensive cryptographic operations efficiently and thus become
the bottleneck of a security protocol. Compared to the signature
verification algorithm of the original SDRP which mainly re-
quires two pairing, one hash-to-point (with 18-B message (i.e.,
(UIDj‖Prij)) as input), and one point scalar multiplication
operations on a sensor node, the signature verification algorithm
of the improved SDRP mainly requires one pairing, one point
scalar multiplication, and one exponentiation (over the field
F(397)6 ) operations on a sensor node and, thus, is more efficient.

We use the following two metrics to compare the original
SDRP with the improved SDRP, namely, memory overhead
and execution time. The memory overhead measures the exact
amount of data space required in the real implementation.
Similarly, the execution time measures the time duration for the
signature verification operation of the two protocols.

The sensor node side programs are written in nesC and run
on two kinds of resource-limited sensor nodes, i.e., MicaZ and
TelosB motes. Our motes run TinyOS [29] version 2.x. The
MicaZ mote features an 8-b 8-MHz Atmel microcontroller with
4-kB RAM and 128-kB ROM. Also, the TelosB mote has an
8-MHz CPU, 10-kB RAM, 48-kB ROM, 1 MB of flash mem-
ory, and an 802.15.4/ZigBee radio.

Different from that in [21], here, the implementation of
sensor node side programs is completely based on TinyPairing
(a pairing-based cryptographic library) [30], and we do not
do any optimization. For example, the pairing, point scalar
multiplication, and SHA-1 hash operations from TinyPairing
are employed. This implementation mainly involves Pairing,
BaseField, ExtField2, SHA1, PointArith, and NN components
of TinyPairing. According to Barreto’s open-source code for
the ηT pairing operation, we implement the exponentiation
operation over the field F(397)6 based on TinyPairing.
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TABLE VI
EXECUTION TIME FOR EACH CRYPTOGRAPHIC OPERATION ON MICAZ AND TELOSB MOTES

Table IV shows the code sizes of verification implementation
in the original SDRP and the improved SDRP. For example,
the implementation of signature verification in the improved
SDRP on a MicaZ mote uses only 816 B of RAM and 24 216 B
of ROM. On the other hand, it uses only 864 B of RAM and
22 504 B of ROM on a TelosB mote. The resulting size of
our implementation for the improved SDRP corresponds to
only 19.92% and 18.47% of the RAM and ROM capacities of
MicaZ, respectively. It is clear that the memory overhead of the
improved SDRP is comparable to that of the original SDRP.

Table V gives the execution time for signature verification
of the original SDRP and the improved SDRP. For example,
with respect to the improved SDRP, the execution times for
signature verification on a MicaZ mote and TelosB mote are
about 10.65 and 24.85 s, respectively. As demonstrated in [21],
the proportion of this signature verification time in the total
reprogramming time is very small. Clearly, our experiment
results show that, for the signature verification operation on
sensor nodes, the improved SDRP is more efficient than the
original SDRP.

Table VI gives the execution time for each cryptographic
operation on MicaZ and TelosB motes. For example, the ηT
pairing operation takes 5.3216 and 13.0137 s on a MicaZ mote
and a TelosB mote, respectively. For the results in Tables V and
VI, we perform each operation 200 times and take an average
over them.

Note that the time for signature verification on sensor nodes
can be reduced through the use of the optimized cryptographic
operations. For example, in our implementation, the exponenti-
ation operation can be optimized.

VI. CONCLUSION AND FUTURE WORK

In this paper, we have pointed out an inherent design weak-
ness in the user preprocessing phase of SDRP. The identified
design weakness allows an adversary to impersonate any autho-
rized user to reprogram sensor nodes. We have also presented
a modification to fix the problem without sacrificing any desir-
able feature of SDRP. Moreover, we have chosen the identity-
based signature algorithm by Barreto et al. as an example
to show that, for security and efficiency consideration, any
efficient identity-based signature algorithm which has survived
many years of public scrutiny can be directly employed in SDRP.

Although Deluge is a de facto standard and has been included
in TinyOS distributions [29], several more efficient central-
ized reprogramming protocols have recently been proposed
for WSNs, such as Rateless Deluge [31] and DIssemination
Protocol (DIP) [32]. For example, compared to Deluge, Rate-
less Deluge has many advantages such as reducing latency at
moderate levels of packet loss, being more scalable to dense
networks, and generally consuming far less energy, a premium

resource in WSNs. Thus, in order to further improve the re-
programming efficiency of SDRP, future work should focus on
how to integrate SDRP with a more efficient reprogramming
protocol like Rateless Deluge, leading to more secure and
efficient distributed reprogramming.

In some applications, the network owner and users are differ-
ent entities. A user may want to hide his/her reprogramming pri-
vacy from anyone else, including the network owner. In future
work, we will study how to support user privacy preservation in
distributed reprogramming.
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